A Novel Self-tuning Zone PID Controller for Temperature Control via a PLC code
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Abstract

S7-1200 with Tia Portal technology has become a Standard function of distributed control systems. Self-Tuning methods belong to Programmable Controllers (PLC) techniques. PLC techniques contain software packages for advanced control based on mathematical methods. S7-1200 tools are designed to increase the Process Capacity, yield, and quality of products. Most of the present time digital industry regulators and PLCs are provided with some kinds of the Self Tuning constant algorithms. Practical part of the present paper deals with the design of the control systems, which contain Self Tuning regulators and Zone PID features. A Control System with PID Self Tuner is designed by Siemens along with visualization in Tia Portal to do so. There is a description of an implementation of the PID regulator as a function block, which can also be used for extension Zone PID control functions. Control Systems for relay and moment Self Tuner with visualizations in Tia Portal are also designed and tested in ZAFAR Steel Plant, BONAB, IRAN.
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1- Introduction

It is not possible to increase the demand for the performance, quality, and efficiency of industrial processes without subvention of the control systems. Control systems’ expansion is influenced by many improvements in the area of the microelectronics and application of the mathematical methods developed in control theory. APC (Advanced Process Control) methods are modern control methods that were used in control systems. All the PLC producers offer APC functions in their portfolio. APC contains software packages for advanced control based on mathematical methods. There are not only tools for self tuning, but also tools for manufacturing costs optimization and energy savings. APC tools are designed to increase the process capacity, yield, and quality of products and for costs’ savings. These reasons have become very common nowadays, because of the worldwide economic depression. APC tools are implemented to DCS/PCS (Process Control Systems/Distributed Control Systems) based on the PLC (Programmable Logic Controller). Some of the methods are
implemented directly to the PLC but most of them are implemented as supervisory functions on higher levels of the control system. These functions offer diagnostic, monitoring and optimization functions for control implemented directly in the PLC.

2-Self-tuning methods with Zone PID

The main part of the control systems are still the PID regulators. Control theory deals with definition of their parameters. The starting point of the PID regulator constants calculation is a simple experiment apart from the algebraic approach. A simplified system model is created on the basis of the experiment. The PID regulator constants are calculated regarding the parameters of the identified system model. The idea of the automation of this process is evident and most of the PID controllers are equipped by some self-tuning algorithms (self-tuner). There are several methods for tuning PID controllers. Generally it can be distinguished between model based self-tuner and non-model based self-tuner. The controlled system is generally identified as three or four parameters’ model (a first-order system with time delay or a second order system with time delay) and the constants of the controller are calculated according to the identified model in the case of the model based self-tuner. The constants of controllers are directly edited according to the parameters of the measured responses in the case of non-model based self-tuner. [1], [2]

The following text in this chapter describes the most common self tuning methods and their implementation in the commercial PLCs. Methods based on step response are primarily used for the systems with slow response (e.g. temperature systems) and are based on measurement and evaluation of the step response of the controlled system as the reaction on the set point change. The controlled system is identified as a three or four parameters’ model. [3]

![Fig.1. The step response method by PID Self Tuner][1]

Implementation of this method is very common. PID Self Tuner by Siemens (fig. 1), PIDE by Rockwell Automation, TUNE by ABB and Profit PID by Honeywell are based on a step response tuning method. Other PLC producers have also their own step response tuning methods (B&R, Omron, GE Fanuc, Mitsubishi etc.). The relay method comes out from the critical gain and the critical period of the controlled system. There are two modes: a setting mode and a control mode. The relay regulator is connected in the closed loop in setting phase.

The process value oscillates along set point in closed loop with relay. Controlled systems’ behavior from the frequency point of view is generally a low pass filter. This fact is used
for approximate analysis of the controlled system. The PID regulator constants are calculated from identified critical gain and critical period of the system by some control laws, e.g. Ziegler-Nichols method.

![Fig.2. The principle of the relay method](image)

**Fig.2. The principle of the relay method**

**Implementation of the relay method:** Siemens S7 200, Bernecker & Rainer, Tecomat. Another self-tuning method is so called system moments method. This method was developed by Prof. Schlegel in ZCU Pilsen, Czech Republic. This method extends a control function of the standard PID regulator with a self-tuning method based on three characteristic process values determined by an identification procedure based on suitable rectangle pulse. [4]

An operator has to reach steady state of the controlled system, choose the type of the regulator and start the identification procedure. Rectangle manipulated signal is then applied to the controlled system. Three evaluated values have a clear physical meaning: static gain, delay and reaction time. They are obtained from the first three moments of the system response. The parameters of the PID regulator are then calculated according to these evaluated values. [5], [6] There are other several self-tuning methods implemented in PLCs.

This more recent addition to **SELF TUNING METHODS** of metrology furnaces offers an alternative for those who prefer 3-Zone furnaces to heat pipe technology that need high temperature operation.

![Fig.3. Zone PID Method for the varying of system function H(s)](image)

**Fig.3. Zone PID Method for the varying of system function H(s)**

In the innovated method, we divide the operating temperature range to three Zones: Zone 1, Zone 2, and Zone 3 as displayed in Figure 3. For each Zone the Self tuning method is used for finding P, I, D Parameters separately. Because of the varying system function, H(s) by temperature zones of furnaces the PID parameter is different for these three zones. By PLC program and comparison instruction, PID parameter changes automatically as temperature rise of furnace. [7], [8]

### 3- Auto tuning PID via s7-1200 in Tia portal

A few weeks ago, I had the chance to experiment with serial communications using a Siemens S7-1200 PLC outfitted with a
CM1241 (RS-485 module). Due to the limited number of projects we have had, using the 1200 line of PLCs, this was an office first. And, while it was very straightforward, it was still a learning experience. [9]

3.1 Where are the PID blocks?

One of the first questions I had after discovering that there were native PID blocks provided in STEP 7 was "Where are they?". If you are looking, expand the instructions tab on the right side of the development screen in STEP 7. This is the tab that contains all of your tools (timers, counters, math, etc). Under the basic instructions, there's another group called "Technology." Expand this and you should see a group of instructions called **PID Control**. You can click and drag a block from here directly to your code to add it to your project. But, before you add it; be careful where you're going to drop it. You don't want the PID block to execute every scan (it needs time to respond to changes in the control value), so add it to a cyclic OB. Choose how often your cyclic OB executes based on how fast your process is.

3.2. I threw my PID block in, now what?

After you've added your block, it's up to you to configure it. Luckily, there's a very handy configuration tool provided. Just click on the 'toolbox' icon in the upper right hand corner of the block to open up the configuration window. This will guide you through setup. The first set of choices you have is "**Basic Settings**." This is where you define what kind of inputs/outputs you're using. In my case, I wanted to control temperature using a set point and input in degrees F, and an output in % that I could feed directly to an analog output to my valve. [11]

\[
G_{i}(s) = K_{p} + \frac{1}{T_{i}s} + \frac{T_{d}s}{s} + 1 \tag{1}
\]
Fig.5. PID controller software settings

Next, if using Inper Per, you will need to define your "Process Value Settings." These options will define the scaling used to convert your percentage input to engineering units (for comparison to your set point). As I chose to use the input option (not Input_PER), I had nothing to do here. Finally, there are "Advanced Settings." This is where you can take advantage of the built-in warnings for process value monitoring, set minimum on/off times for a PWM output, output value limit values, and manually enter PID gains. It’s worth noting here that the output options for the block are plentiful - engineering value, Output_PER, and PWM. And, you can use any or all of them simultaneously. So, basically this block is a one stop shop for any kind of PID control. [12]

3.3. Is there an auto-tune function?

Now you’ve set up your block and have provided inputs/outputs, how do you get started? If you download your program to your PLC you will quickly see that the PID loop is not currently active. You will need to either manually start it, or walk through the tuning procedure. We’ll get to manual tuning in a moment, so let’s look at the auto-tune process first. Earlier, we used the "Toolbox" icon on the block to configure the block. Right next to that icon is an icon with what looks like a pair of pliers and a yellow warning sign. This is how we enter the auto-tuning process. While the program is running on the PLC and you are online, you can use this icon to launch the tuning window. From here, you can start the auto-tuning process. I think this is fairly straightforward and doesn't need much comment, but do remember to be careful before starting auto-tune as the controller will take over and measure the response to different outputs. Once pre-tuning is complete, you can do further fine-tuning. Once the tuning process is complete, the PID loop will be activated and you're ready to go. That's it. [13], [14]

3.4. Can I manually tune my PID loop?

Unfortunately, the process I was trying to control did not lend itself well to auto-tuning. In my case, the temperature response of the furnace was incredibly slow and the lag between output and response was great enough that auto-tuning wasn't a viable option. Thankfully, there are manual tuning options as well. I was lucky that I could schedule some time for offline tuning. I was able to heat the furnace up to steady-state, give a step-change in my output, and record the response. The tuning window is still helpful for this as it will record the process variable for you. Once I had my response, I was able to dig out some old college textbooks and calculate the gains for myself. While you can set gains through the configuration window, I preferred accessing the gains directly through the PID_Compact block's data block. Most of the important values you want are located in the data block.
structure "sRet." There are pretty decent explanations (including a formula for how the output is determined) in the S7-1200 Easy Book for each parameter. You can also hover over each of the properties on the Advanced Settings page as well to get a short description and a link to the help file. One of the things that confused me initially was the Ctrl_A, _B, and _C, parameters, all three of which are 0 by default. You will most likely want to set B and C to 1 to enable traditional PID control. [15]

Finally, even after setting each of the gains, you will see that your PID block is still not functional. This is because you will need to manually set it into the correct operating mode. This is where sRet.i_Mode. This determines the mode into which the controller will go when it receives and enable command or comes out of manual control. You can set this to 3 (auto-mode) and then enable your controller and you're in business. While it takes a few minutes of exploring to familiarize yourself with the options, PID on an S7-1200 is pretty straightforward. [16]

4- Results in the Zafar Steel Plant, Bonab, Iran

Similar parameters of the PID regulator design are typical for the relay and the moment self tuner. The PID Self Tuner by Siemens has different proportional parts of the regulator due to the fact that the PID Self Tuner is primarily used for temperature controlled systems so that a bigger proportional part of the regulator is needed. It is possible to set up slow, normal or fast closed loop speed for the moment self tuner as a parameter of the function blocks of these self tuners. Moment methods have small overshoots of process value in normal closed loop speed and no overshoots in slow closed loop speed. [17]

![Fig.6. Control system block scheme](image)

5. Conclusions

S7-1200 with Tia Portal technology has become Standard function of distributed control systems. Self Tuning methods belong to Programmable Controllers (PLC) techniques. PLC techniques contain software packages for advanced control based on mathematical methods. S7-1200 tools are designed to increase the Process Capacity, yield and quality of products. Because the varying of system functions, H(s) by temperature zone of furnaces the PID parameter is different for temperature zones. By PLC program and comparison instruction, PID parameter changes automatically along with temperature rise of furnace. Our design of the control systems contains Self Tuning regulator and Zone PID feature. A Control System with PID Self Tuner by Siemens and with visualization in Tia Portal is programmed.
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In this study, the self-tuning method for fuzzy PID controllers that has been developed in a previous study of the authors is implemented on PLC in order to control some standard processes formed on FEEDBACK PCS 327 Process Control Simulator. In this tuning method, the input scaling factor corresponding to the derivative coefficient and the output scaling factor corresponding to the integral coefficient of the fuzzy PID controller are adjusted using a fuzzy inference mechanism with a new input called "normalized acceleration". A proportional–integral–derivative controller (PID controller, or three-term controller) is a control loop feedback mechanism widely used in industrial control systems and a variety of other applications requiring continuously modulated control. A PID controller continuously calculates an error value, as the difference between a desired setpoint (SP) and a measured process variable (PV) and applies a correction based on proportional, integral, and derivative terms (denoted P, I, and D respectively). The controller and update rules for controller parameters are obtained from Lyapunov stability analysis. The proposed controller with update rules is experienced on an experimental 2-DOF helicopter which is also known as Twin-Rotor Multi-Input Multi-Output System (TRMS). From experiments, it was seen that the PID parameter update rules run satisfactorily and, in parallel with this, the controller achieved the control objective by providing the system track the desired trajectory. A self-tuning PID controller has a quite simple structure and easily applicable for all second order systems. The novel modii-ed pid controller applied to temperature control with self-tuning ability. In Chinese Control and Decision Conference